## 简介

运用共享技术有效地支持大量细粒度对象。即复用我们内存中已存在的对象，降低系统创建对象实例的性能消耗。

通常分为两种状态：外蕴状态和内蕴状态。

内蕴状态存储在享元内部，不会随环境的改变而有所不同，是可以共享的

外蕴状态是不可以共享的，它随环境的改变而改变的，因此外蕴状态是由客户端来保持（因为环境的变化是由客户端引起的）。

## 特点

复用我们内存中已存在的对象，降低系统创建对象实例的性能消耗。

## 角色

1. 抽象享元角色：为具体享元角色规定了必须实现的方法，而外蕴状态就是以参数的形式通过此方法传入。在Java中可以由抽象类、接口来担当。
2. 具体享元角色：实现抽象角色规定的方法。如果存在内蕴状态，就负责为内蕴状态提供存储空间。
3. 享元工厂角色：负责创建和管理享元角色。要想达到共享的目的，这个角色的实现是关键！
4. 客户端角色：维护对所有享元对象的引用，而且还需要存储对应的外蕴状态。

## 优缺点

优点：

1. 减少对象创建，降低内存开销，提高效率。

缺点

1、提高了系统的复杂度，需要分出内部状态和外部状态，而且外部状态需要有固有化性质，不应随着内部状态的变化而变化，否则会造成系统混乱。

## 使用场景

1. 当我们系统中某个对象类型的实例较多的情况。
2. 并且要求这些实例进行分类后，发现真正有区别的分类很少的情况。
3. 通过使用享元模式后能够提高系统的性能和不会带来更多的复杂度时。

## 参考
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